**Morphological Transformations**

**Goal**

In this chapter,

* We will learn different morphological operations like Erosion, Dilation, Opening, Closing etc.
* We will see different functions like : **[cv.erode()](https://docs.opencv.org/trunk/d4/d86/group__imgproc__filter.html" \l "gaeb1e0c1033e3f6b891a25d0511362aeb" \o "Erodes an image by using a specific structuring element. )**, **[cv.dilate()](https://docs.opencv.org/trunk/d4/d86/group__imgproc__filter.html" \l "ga4ff0f3318642c4f469d0e11f242f3b6c" \o "Dilates an image by using a specific structuring element. )**, **[cv.morphologyEx()](https://docs.opencv.org/trunk/d4/d86/group__imgproc__filter.html" \l "ga67493776e3ad1a3df63883829375201f" \o "Performs advanced morphological transformations. )** etc.

**Theory**

Morphological transformations are some simple operations based on the image shape. It is normally performed on binary images. It needs two inputs, one is our original image, second one is called **structuring element** or **kernel** which decides the nature of operation. Two basic morphological operators are Erosion and Dilation. Then its variant forms like Opening, Closing, Gradient etc also comes into play. We will see them one-by-one with help of following image:
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**1. Erosion**

The basic idea of erosion is just like soil erosion only, it erodes away the boundaries of foreground object (Always try to keep foreground in white). So what it does? The kernel slides through the image (as in 2D convolution). A pixel in the original image (either 1 or 0) will be considered 1 only if all the pixels under the kernel is 1, otherwise it is eroded (made to zero).

So what happends is that, all the pixels near boundary will be discarded depending upon the size of kernel. So the thickness or size of the foreground object decreases or simply white region decreases in the image. It is useful for removing small white noises (as we have seen in colorspace chapter), detach two connected objects etc.

Here, as an example, I would use a 5x5 kernel with full of ones. Let's see it how it works:

import cv2 as cv

import numpy as np

img = [cv.imread](https://docs.opencv.org/trunk/d4/da8/group__imgcodecs.html#ga288b8b3da0892bd651fce07b3bbd3a56)('j.png',0)

kernel = np.ones((5,5),np.uint8)

erosion = [cv.erode](https://docs.opencv.org/trunk/d4/d86/group__imgproc__filter.html#gaeb1e0c1033e3f6b891a25d0511362aeb)(img,kernel,iterations = 1)

Result:
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**2. Dilation**

It is just opposite of erosion. Here, a pixel element is '1' if atleast one pixel under the kernel is '1'. So it increases the white region in the image or size of foreground object increases. Normally, in cases like noise removal, erosion is followed by dilation. Because, erosion removes white noises, but it also shrinks our object. So we dilate it. Since noise is gone, they won't come back, but our object area increases. It is also useful in joining broken parts of an object.

dilation = [cv.dilate](https://docs.opencv.org/trunk/d4/d86/group__imgproc__filter.html#ga4ff0f3318642c4f469d0e11f242f3b6c)(img,kernel,iterations = 1)

Result:
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**3. Opening**

Opening is just another name of **erosion followed by dilation**. It is useful in removing noise, as we explained above. Here we use the function, **[cv.morphologyEx()](https://docs.opencv.org/trunk/d4/d86/group__imgproc__filter.html" \l "ga67493776e3ad1a3df63883829375201f" \o "Performs advanced morphological transformations. )**

opening = [cv.morphologyEx](https://docs.opencv.org/trunk/d4/d86/group__imgproc__filter.html#ga67493776e3ad1a3df63883829375201f)(img, cv.MORPH\_OPEN, kernel)

Result:
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**4. Closing**

Closing is reverse of Opening, **Dilation followed by Erosion**. It is useful in closing small holes inside the foreground objects, or small black points on the object.

closing = [cv.morphologyEx](https://docs.opencv.org/trunk/d4/d86/group__imgproc__filter.html#ga67493776e3ad1a3df63883829375201f)(img, cv.MORPH\_CLOSE, kernel)

Result:
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**image**

**5. Morphological Gradient**

It is the difference between dilation and erosion of an image.

The result will look like the outline of the object.

gradient = [cv.morphologyEx](https://docs.opencv.org/trunk/d4/d86/group__imgproc__filter.html#ga67493776e3ad1a3df63883829375201f)(img, cv.MORPH\_GRADIENT, kernel)

Result:

![gradient.png](data:image/png;base64,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)

**image**

**6. Top Hat**

It is the difference between input image and Opening of the image. Below example is done for a 9x9 kernel.

tophat = [cv.morphologyEx](https://docs.opencv.org/trunk/d4/d86/group__imgproc__filter.html#ga67493776e3ad1a3df63883829375201f)(img, cv.MORPH\_TOPHAT, kernel)

Result:

![tophat.png](data:image/png;base64,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)

**image**

**7. Black Hat**

It is the difference between the closing of the input image and input image.

blackhat = [cv.morphologyEx](https://docs.opencv.org/trunk/d4/d86/group__imgproc__filter.html#ga67493776e3ad1a3df63883829375201f)(img, cv.MORPH\_BLACKHAT, kernel)

Result:

![blackhat.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOAAAACWCAAAAADiPdvhAAAEQUlEQVR4Ad3BCWLiMAAEwe7/P3o2i+QTSCwfIKiSLydfTr6cfDn5cvLl5MvJl5PzBJDOyCnCQPoiZwgT6YqcIUykK3KCMCNdkePCgvREDgsr0hE5LKxIR+SwsCIdkcPCinREDgtL0hM5LCxJT+SwsCQ9kePCgvREjgtz0hU5LsxIX+QEYSTXi2wnJwn/yQuEH7KNnCWAvEL4TzaRzxNuZAv5POFGtpDPE25kC/k84Ua2kOPCD3mtIFvIYeFGXiuyhRwWCumRHBUq6ZEcFSrpkRwUBtIjOSaMpEdySJhIj+SIMJEuyRFhIl2SA8KMdEn2C3PSJdkvzEmXZLewIF2SvcKSdEn2CgvSJ9kpLEmfZKewJH2SfcKK9El2CWvSJ9kjrEmnZIcwMBTyEpFG0i6MDIW8RKSRNAsjQyEvESkiG0mrMJJQyQsEaSWNwkgIhbxAQFpJmzASCIVcL4C0khZhIj9CIZcLP6SVNAgT+S8UcrXwn7SSzcKM3IRCLhZupJVsFObkJhRysXAjzWSLsCRFKORaoZBmskFYkioUcqlQSTP5S1iTQSjkSmEgzeR3YU0moZBXCNJMngsPyCRU8gqRdnIvPCVzoZCXiLSTO+EZWQqFvESknayFZ2QlFPISkXayFh6Se6GQl4i0k7XwgDwQKumXrIU78lAopGOyFhbkqVBIx+ROmMgvQiEdk91CJR2T3UIlHZPdQiE9k71CJT2TvUIhXZO9QiFdk51CJX8JP+Q9ZKdQyR/CjbyF7BQK+UMo5C1kn1DJ70IlbyH7hEJ+FUbyFrJLqOQ3YSJvIbuESn4RJvIeskeo5LkwI28ie4RKnglz8i6yRyjkmTAnbyM7hEqeCHPyPrJDqOSxMCPvJO1CJQ+FOTlNpJm0C5U8EBbkPJFm0ixUci8syImCNJNmoZK1sCCnCtJMmoVClsKKnCogzaRVqGQurMm5AtJMGoWBjMI9OVkYyWbSKFRyEx6Ss4UbaSNtwsDwlJwvsoe0CRtIP6RB2EC6ItuETaQ3skHYRvojfwkbSY/kd2ET6ZX8ImwgXZOnwh/kA8gT4RfyMeSh8Bv5HPJIuCehkhcIcgJ5IKwJhEouF0DOIPfCktyESq4VbuQMshaWpAgDuVIo5BSyEuZkFCq5ThjJKWQpzMhMKOQyYUZOIQthRmZCJVcJM3IOmQsTmQuVXC38kJPIXBjJQqjkauGHnERmwkgWwkCuFkDOIjOhkqUwkMsF5DQyCZUshYFcL8h5ZBIKWQkDuUBkLsh5ZBIKWQoDuUJkLnIimYRCFsJALhG5jkxCIQuhkmtEriOjUMhCGMglglxHRqGSmTCSa0SuI6MwkFEYySeSURjIIIzkI8kkDOQmTORC4UbOJzPhKflQMheekE8lc+Ex+ViyEB6RzyVL4Z58MFkJa/LJZC0syGeTe2EgH0++nHw5+XLy5eTLyZeTLydfTr7cP148/ZcN4KbyAAAAAElFTkSuQmCC)

**image**

**Structuring Element**

We manually created a structuring elements in the previous examples with help of Numpy. It is rectangular shape. But in some cases, you may need elliptical/circular shaped kernels. So for this purpose, OpenCV has a function, **[cv.getStructuringElement()](https://docs.opencv.org/trunk/d4/d86/group__imgproc__filter.html" \l "gac342a1bb6eabf6f55c803b09268e36dc" \o "Returns a structuring element of the specified size and shape for morphological operations. )**. You just pass the shape and size of the kernel, you get the desired kernel.

# Rectangular Kernel

>>> [cv.getStructuringElement](https://docs.opencv.org/trunk/d4/d86/group__imgproc__filter.html#gac342a1bb6eabf6f55c803b09268e36dc)(cv.MORPH\_RECT,(5,5))

array([[1, 1, 1, 1, 1],

[1, 1, 1, 1, 1],

[1, 1, 1, 1, 1],

[1, 1, 1, 1, 1],

[1, 1, 1, 1, 1]], dtype=uint8)

# Elliptical Kernel

>>> [cv.getStructuringElement](https://docs.opencv.org/trunk/d4/d86/group__imgproc__filter.html#gac342a1bb6eabf6f55c803b09268e36dc)(cv.MORPH\_ELLIPSE,(5,5))

array([[0, 0, 1, 0, 0],

[1, 1, 1, 1, 1],

[1, 1, 1, 1, 1],

[1, 1, 1, 1, 1],

[0, 0, 1, 0, 0]], dtype=uint8)

# Cross-shaped Kernel

>>> [cv.getStructuringElement](https://docs.opencv.org/trunk/d4/d86/group__imgproc__filter.html#gac342a1bb6eabf6f55c803b09268e36dc)(cv.MORPH\_CROSS,(5,5))

array([[0, 0, 1, 0, 0],

[0, 0, 1, 0, 0],

[1, 1, 1, 1, 1],

[0, 0, 1, 0, 0],

[0, 0, 1, 0, 0]], dtype=uint8)

EnumeratorMORPH\_ERODE

It makes the kernel region black if one of them is black

Python: cv.MORPH\_ERODE

see [**erode**](https://docs.opencv.org/3.4/d4/d86/group__imgproc__filter.html#gaeb1e0c1033e3f6b891a25d0511362aeb)

MORPH\_DILATE

It makes the kernel region white if one of them is white

Python: cv.MORPH\_DILATE

see [**dilate**](https://docs.opencv.org/3.4/d4/d86/group__imgproc__filter.html#ga4ff0f3318642c4f469d0e11f242f3b6c)

MORPH\_OPEN

Python: cv.MORPH\_OPEN

It removes false positives i.e white pixels here and there

an opening operation

dst=open(src,element)=dilate(erode(src,element))

MORPH\_CLOSE

It removes false negatives i.e. black pixels here and there

Python: cv.MORPH\_CLOSE

a closing operation

dst=close(src,element)=erode(dilate(src,element))

MORPH\_GRADIENT

Python: cv.MORPH\_GRADIENT

a morphological gradient

dst=morph\_grad(src,element)=dilate(src,element)−erode(src,element)

MORPH\_TOPHAT

Python: cv.MORPH\_TOPHAT

"top hat"

dst=tophat(src,element)=src−open(src,element)

MORPH\_BLACKHAT

Python: cv.MORPH\_BLACKHAT

"black hat"

dst=blackhat(src,element)=close(src,element)−src

MORPH\_HITMISS

Python: cv.MORPH\_HITMISS

"hit or miss" .- Only supported for CV\_8UC1 binary images. A tutorial can be found in the documentation

## dilate[¶](https://docs.opencv.org/2.4/modules/imgproc/doc/filtering.html?highlight=dilate" \l "dilate" \o "Permalink to this headline)

**Python:**cv2.**dilate**(src, kernel[, dst[, anchor[, iterations[, borderType[, borderValue]]]]]) → dst

**C:**void **cvDilate**(const CvArr\* **src**, CvArr\* **dst**, IplConvKernel\* **element**=NULL, int **iterations**=1 )

**Python:**cv.**Dilate**(src, dst, element=None, iterations=1) → None

|  |  |
| --- | --- |
| **Parameters:** | * **src** – input image; the number of channels can be arbitrary, but the depth should be one of CV\_8U, CV\_16U, CV\_16S, CV\_32F` or ``CV\_64F. * **dst** – output image of the same size and type as src. * **element** – structuring element used for dilation; if element=Mat() , a 3 x 3 rectangular structuring element is used. * **anchor** – position of the anchor within the element; default value (-1, -1) means that the anchor is at the element center. * **iterations** – number of times dilation is applied. * **borderType** – pixel extrapolation method (see **[borderInterpolate()](https://docs.opencv.org/2.4/modules/imgproc/doc/filtering.html?highlight=dilate" \l "int%20borderInterpolate(int%20p,%20int%20len,%20int%20borderType)" \o "int borderInterpolate(int p, int len, int borderType))** for details). * **borderValue** – border value in case of a constant border (see **[createMorphologyFilter()](https://docs.opencv.org/2.4/modules/imgproc/doc/filtering.html?highlight=dilate" \l "Ptr%3CFilterEngine%3E%20createMorphologyFilter(int%20op,%20int%20type,%20InputArray%20kernel,%20Point%20anchor,%20int%20rowBorderType,%20int%20columnBorderType,%20const%20Scalar&%20borderValue)" \o "Ptr<FilterEngine> createMorphologyFilter(int op, int type, InputArray kernel, Point anchor, int rowBorderType, int columnBorderType, const Scalar& borderValue))** for details). |

The function dilates the source image using the specified structuring element that determines the shape of a pixel neighborhood over which the maximum is taken:

![\texttt{dst} (x,y) =  \max _{(x',y'):  \, \texttt{element} (x',y') \ne0 } \texttt{src} (x+x',y+y')](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAX8AAAAfCAMAAAA4GT27AAAAM1BMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADxgEwMAAAAEHRSTlMA86+/z4v7nXQYYN1IMunhXq1E3wAAAAlwSFlzAAAOxAAADsQBlSsOGwAABNJJREFUaN7tmut22yAMgLnfobz/004COzYYajfOdrZk/PAxRcjoQwhBSsj/8lcX5k4EAv8ka7si4pMfgo6XwPFwKvJGE3DB2qa4bJ/7UOl4AZxNF5R5+yb4L1nbLBfx7DoTDTia2VhO6gvKtH4T/lNr5WRd0JP1Muu3dNzA8WYiI338/Uo8dOJN+E+tZWOO8Wy9TPqtHTdw7UIKudlfoleoJ21hxnmKFZe66frHy8TaluOuXRsyQTLotxdYOlZwkiohkD+jWXlOZC6lrI0yChMSCAq5xUlpMmoQqlbVizmElKM03MB3BLqkNUZyGIlMWZCoFLuT4VQjQ86UcKrQKJ2y4nNrO4679t1y6ZAc+zUCS8cCTitjNdhFmHc2UHixsDvbOv2LZ8cs93MNpfnYY7n4tJU7m7LNElchPBx+goPPSF8+AJzEHc0PIyEFoTxKiYN2tnxmbm0bR47tRySjfkcBBJdxMjyMiKMPGNnEn1WYZz34GKet1OsKDsrWB05HRKOrxzh5K9vaG1nTP7eNfmptF8cP7UckU/6NgFpZY/y3Iqe6Ax35hwN/93v5R0RfHrYsXqnzQsvdUrw3Mm4zMrXWlrWsylOQGY0jklG/RqDlj/kPhJygk2/4p4fbdIwxNvwx/ibFxf9h90v3+B+M3KUeU2t7/+cjixskQ/+XA/5llROMiF6sluPQqr3LCUEaW08Imi6rv1RF6vi/Kv53/HMo48GBapLu7L6dkWU/VTjSEtV6aycc2/YxkiH/gwCCY0o6n30kPusYtSrbn4m8yImwpqssc0jP2LryqDKGU9/6zW/yf4v8Tbay7L32VgTajMQko/6JOitLmOutHXPs2sdIRvyPAqlOoOI6Z8IZ5GG+aJUq1xdmHs9E8S8prV5DmRV16YZXn7+CyN6tD4BihHRRc6cpzERQmcenVa9Ghi3HxpQ0haG1Q459+wjJkP9B4BycY4fUfD+h7Polxb9QHPvhOXaKZN5vL3ABXB9ajN7nwdUHxLvcv00DqfxuwY2QTPs1AhfAuW6K+Hpyg0XoF/eX74L/YO21kHZEMk69eoFL4EJ79Ftnjynq6xkwnG2H8Ubr8x2f0xvCz8dxRDKLYq1AcH/Ep7Qd3Ktudeduqz3T6/DqSAXykcXuljTrj/V6W7431J7phTcTjfpM/mbnd/2ZrNRZ80c4354kZeag9kSvDMRC1E3mI/nriDfcDg6NJNa9R6tYf+mrdcDj9vEj+O/DberVzvVu7g9Skn0k/+KGgQYICWHxSB/qzXetAxtbYrVLCROywr+800QF5gylwrPAo6NMOeE1wU7tXG9kUL44k/hvDY5/JP9qtdgbj8f8LRo7s6ZnlmhW+dd3KVyKYm2gknj38P+B2rFeDD2E488J+nP9H474+zuYIX+nvE8L//ouZYDz+tpALREb/4Hasd4iqPk3v4W/f/wH2zmLtnp5JFzvI75xNf5YABzl4v/lfeG/NCz8LS3nlk7tWC/EH/4FIUjiqfMzw391Ow7YFvuFJkYJk/aJfKUGYT4FyH9U0vU9JUYlcC0Vlr1ReOnFy9V2r3aod8tCtXqfS5IfJurdITvqLsnRL1E70Rsk+fSiW8czFn9HYY9kPJqXqJ3o5eR/iX1Ne7a5ZXiN2rFe+9fvub8A7ioy+BBjibkAAAAASUVORK5CYII=)

The function supports the in-place mode. Dilation can be applied several ( iterations ) times. In case of multi-channel images, each channel is processed independently.

**See also**

[**erode()**](https://docs.opencv.org/2.4/modules/imgproc/doc/filtering.html?highlight=dilate#void%20erode(InputArray%20src,%20OutputArray%20dst,%20InputArray%20kernel,%20Point%20anchor,%20int%20iterations,%20int%20borderType,%20const%20Scalar&%20borderValue)), **[morphologyEx()](https://docs.opencv.org/2.4/modules/imgproc/doc/filtering.html?highlight=dilate" \l "void%20morphologyEx(InputArray%20src,%20OutputArray%20dst,%20int%20op,%20InputArray%20kernel,%20Point%20anchor,%20int%20iterations,%20int%20borderType,%20const%20Scalar&%20borderValue)" \o "void morphologyEx(InputArray src, OutputArray dst, int op, InputArray kernel, Point anchor, int iterations, int borderType, const Scalar& borderValue))**, **[createMorphologyFilter()](https://docs.opencv.org/2.4/modules/imgproc/doc/filtering.html?highlight=dilate" \l "Ptr%3CFilterEngine%3E%20createMorphologyFilter(int%20op,%20int%20type,%20InputArray%20kernel,%20Point%20anchor,%20int%20rowBorderType,%20int%20columnBorderType,%20const%20Scalar&%20borderValue)" \o "Ptr<FilterEngine> createMorphologyFilter(int op, int type, InputArray kernel, Point anchor, int rowBorderType, int columnBorderType, const Scalar& borderValue))**

**Note**

* An example using the morphological dilate operation can be found at opencv\_source\_code/samples/cpp/morphology2.cpp

erode

Erodes an image by using a specific structuring element.

**C++:**void **erode**(InputArray **src**, OutputArray **dst**, InputArray **kernel**, Point **anchor**=Point(-1,-1), int **iterations**=1, int **borderType**=BORDER\_CONSTANT, const Scalar& **borderValue**=morphologyDefaultBorderValue() )

**Python:**cv2.**erode**(src, kernel[, dst[, anchor[, iterations[, borderType[, borderValue]]]]]) → dst

**C:**void **cvErode**(const CvArr\* **src**, CvArr\* **dst**, IplConvKernel\* **element**=NULL, int **iterations**=1)

**Python:**cv.**Erode**(src, dst, element=None, iterations=1) → None

|  |  |
| --- | --- |
| **Parameters:** | * **src** – input image; the number of channels can be arbitrary, but the depth should be one of CV\_8U, CV\_16U, CV\_16S, CV\_32F` or ``CV\_64F. * **dst** – output image of the same size and type as src. * **element** – structuring element used for erosion; if element=Mat() , a 3 x 3 rectangular structuring element is used. * **anchor** – position of the anchor within the element; default value (-1, -1) means that the anchor is at the element center. * **iterations** – number of times erosion is applied. * **borderType** – pixel extrapolation method (see **[borderInterpolate()](https://docs.opencv.org/2.4/modules/imgproc/doc/filtering.html?highlight=dilate" \l "int%20borderInterpolate(int%20p,%20int%20len,%20int%20borderType)" \o "int borderInterpolate(int p, int len, int borderType))** for details). * **borderValue** – border value in case of a constant border (see **[createMorphologyFilter()](https://docs.opencv.org/2.4/modules/imgproc/doc/filtering.html?highlight=dilate" \l "Ptr%3CFilterEngine%3E%20createMorphologyFilter(int%20op,%20int%20type,%20InputArray%20kernel,%20Point%20anchor,%20int%20rowBorderType,%20int%20columnBorderType,%20const%20Scalar&%20borderValue)" \o "Ptr<FilterEngine> createMorphologyFilter(int op, int type, InputArray kernel, Point anchor, int rowBorderType, int columnBorderType, const Scalar& borderValue))** for details). |

The function erodes the source image using the specified structuring element that determines the shape of a pixel neighborhood over which the minimum is taken:

![\texttt{dst} (x,y) =  \min _{(x',y'):  \, \texttt{element} (x',y') \ne0 } \texttt{src} (x+x',y+y')](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAX8AAAAfCAMAAAA4GT27AAAAM1BMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADxgEwMAAAAEHRSTlMA86+/z4v7nXQYYN1IMunhXq1E3wAAAAlwSFlzAAAOxAAADsQBlSsOGwAABKBJREFUaN7tmtuaoyAMgDmfYXj/p10CWgFhdGpndqcuF34iIZqfEAItQv/LP12IORBw9E7WdoX5J1+UOp4CR92hyBsNwAlrm2Kifu5FueMJcDqcUGb1t4Ph+Cfwn7K2mS7s2XnGGnA4kond8oQyKb+dzM/Msam1fDIv8MF8mfVbOm7gaDOQ/uFt9Ew8NAy9R5laS8Yc/dF8mfRbO27g2onkYrO+eCtAT9jCjLEYKiZ0w/XLy8TalmPVLhWaIBn0qwWWjgUcx4Ix4E9wFJYiHnPJcyN/hXIhCTK+xUmuImhgolTF6+NNiJ4rqtKbWHJKZ4VfnjFzTfNipIsRI4oFGCVDFHRubcexaq8+pUOy79cILB0zOCmUljHxJ9Zoh9ONTquzLsO/eLaPvB7rVJqXPaaLDVu5tijryGEeposRuerXZ9cG+2FkSkEw9ZzDRxudXzK3to0j+/Y9klG/vQCAizAYNn0RBR9QvIk/qzCNcvAyilupVxb4LF0uueofzy4NbG1kWdPN9vVTa7s4vmvfI5nybwTEyhriv2YxlBVoz9/t+Jvv5u8fXq8f/P1l/rWRfhuRqbU6z2WRrwzNaOyRjPo1Ai1/yH9SyHEy2IZ/eLhNxxhCwV/i7y/x3xlZpR5Ta3v/pyOLGyRD/+cD/nmOI4iIlq12w6f5WO0QuNJlhyDx4n25ykLH/3Xx/7v4t0bm9VSAfq4H1k44tu1jJEP+OwEARwQ3NlqPbJTey7LaKU+zHHNrukoiTekZWWceFkpRbFu/+QX+vxkJSUZ5hI3m+SW9tWOOXfsYyYj/XiCUARRUxogoSXmYzVq5iOWGqMc1YHgSwuo1mGhWpq57/f7LsWjNemEO7tz27Mr6uxjpthwbUtLghtYOOfbtIyRD/juBY3CG7BLzekDJ+UOK31AM+eI+dopk3q8WOAGuDy1K1nlw8QGm34T/NJDyz2LeCMm0XyNwApzphoiuO7c0Ce3i/vxd8O+sPRfS9kjGqVcvcAqca7d+6+gRgW3ZA7qjcOwvtD7f8Tm9zn39O/ZIZlGsFXDmR3xK6sG56lY35rLaI71GQ0bh0C2LrqY06bf1cpu+F9Qe6U13yitxT/6q8rt+T5brpHnobThIytRO7YFe7pBOUTeoW/KXHk64Tdo0Il/WHil8+aWv1BMeU8cPZz8Pt6FXO9e7uX+S4uSW/LMbOuxSSHCLR1pXTr5LPbHROVabECAhy/zzPQ6YQc6QKzQy2DryEAMcE1Rq53o9SeWDEg5/azD0lvyL1aw2Hrb5WzQ2ak3PNJKk8C/3nJng2dqAOYKd7+L/A7VjvRB6EIUfDuR9/T9t8eszmCF/I6wNC/9yz7lL+/W1AWvENv4DtWO9WVDST34Lf//4n2ynxOvi5R5RWUd8ZUr80Qmw54v/5/uF/9Kw8Nc471s6tWO9Kf7QjxSCOOw67xn+i9vRhG2xn0mkBFOhTuQLtRTmg0v5jwiy3IdAME9cc4VEqwQcetF8tN2rHerdslAp3ueQ5IuJerfJ9rJLcuRL1E70Oo7uXmTreErDr//kkYx79RK1E70U/S++r0lLNrd0r1E71qv/+TX3D0btM0wyXugKAAAAAElFTkSuQmCC)

The function supports the in-place mode. Erosion can be applied several ( iterations ) times. In case of multi-channel images, each channel is processed independently.

morphologyEx

Performs advanced morphological transformations.

**C++:**void **morphologyEx**(InputArray **src**, OutputArray **dst**, int **op**, InputArray **kernel**, Point **anchor**=Point(-1,-1), int **iterations**=1, int **borderType**=BORDER\_CONSTANT, const Scalar& **borderValue**=morphologyDefaultBorderValue() )

**Python:**cv2.**morphologyEx**(src, op, kernel[, dst[, anchor[, iterations[, borderType[, borderValue]]]]]) → dst

**C:**void **cvMorphologyEx**(const CvArr\* **src**, CvArr\* **dst**, CvArr\* **temp**, IplConvKernel\* **element**, int **operation**, int **iterations**=1 )

**Python:**cv.**MorphologyEx**(src, dst, temp, element, operation, iterations=1) → None

|  |  |
| --- | --- |
| **Parameters:** | * **src** – Source image. The number of channels can be arbitrary. The depth should be one of CV\_8U, CV\_16U, CV\_16S, CV\_32F or CV\_64F. * **dst** – Destination image of the same size and type as src . * **element** – Structuring element. * **op** –   Type of a morphological operation that can be one of the following:   * + **MORPH\_OPEN** - an opening operation   + **MORPH\_CLOSE** - a closing operation   + **MORPH\_GRADIENT** - a morphological gradient   + **MORPH\_TOPHAT** - “top hat”   + **MORPH\_BLACKHAT** - “black hat”   + **MORPH\_HITMISS** - “hit and miss” * **iterations** – Number of times erosion and dilation are applied. * **borderType** – Pixel extrapolation method. See **[borderInterpolate()](https://docs.opencv.org/2.4/modules/imgproc/doc/filtering.html?highlight=dilate" \l "int%20borderInterpolate(int%20p,%20int%20len,%20int%20borderType)" \o "int borderInterpolate(int p, int len, int borderType))** for details. * **borderValue** – Border value in case of a constant border. The default value has a special meaning. See **[createMorphologyFilter()](https://docs.opencv.org/2.4/modules/imgproc/doc/filtering.html?highlight=dilate" \l "Ptr%3CFilterEngine%3E%20createMorphologyFilter(int%20op,%20int%20type,%20InputArray%20kernel,%20Point%20anchor,%20int%20rowBorderType,%20int%20columnBorderType,%20const%20Scalar&%20borderValue)" \o "Ptr<FilterEngine> createMorphologyFilter(int op, int type, InputArray kernel, Point anchor, int rowBorderType, int columnBorderType, const Scalar& borderValue))** for details. |

The function can perform advanced morphological transformations using an erosion and dilation as basic operations.

Opening operation:

![\texttt{dst} = \mathrm{open} ( \texttt{src} , \texttt{element} )= \mathrm{dilate} ( \mathrm{erode} ( \texttt{src} , \texttt{element} ))](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAb0AAAATBAMAAAD2Yc5dAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMA86+/z4v7nXQYYN1IMul816G/AAAACXBIWXMAAA7EAAAOxAGVKw4bAAAFKklEQVRYw+2Xe0xbdRTHD33QB30QnYvyD2zZFqOJQ8UYySb9w82oaOsIAtFII2MyyEIXn/+4NTE4TDS9fwwMxtkbHzP4SDE+4oiMayQz0blejZt/mKVNjCaiG0U3ZoFyPef8bhvaUrh0//r7A05Pz/1++j39vQrw/1g+birnoa+vTtskl8F01RvmLhtmBcpk5Q1nA/09tob22z7xfweU2dQi7prjzfK+9ROFiQhYq12T6ura9hT/cyTLYlZJOrfib+MPtZV6w6ItrvLYc4WJBPXWK/xZpRLabuHPGiol69dWmU62UJbbIBI/GPDXWPqt3hWzQvSdYn84dH8WqYS27s9cevlVyqWhTl+Wu0Vk4wb8Pbhef/GVW7fcX6dUQlv3Z1HX64+h7mrBfXjvPWCq7avv1LQr+WUDR8LOmXdbwgDPtKhnMu33A/wBXBufNW8MwKE5sX7dn3dJ7I+Cjbs3dwH8su8u89Ljl0AXHc4Xfqs9At8dQH+OwRbJ3rQ5TADStrXudP5+9gKRwbl1MEUJ8KD4prlPXFr1rd1gm+kSGkgQ/jCo2PvEtnqmN/0249OhjiBzbT2vXYKbR7/yOWIj3MiTF2lgaKuDOyARgOvAHHIHHZfhFAD2hGohdu3ZQNX060FGnev4aYz9UZD4YjamuruPPeDo7DkV0kW9ecLWMegERwb9mZMYJyQGkPadcA4S4R1MfhSsKU5UYE/H39gAztmdrXBy9LjoKRLYHwXuhUhNhulDc688CTo0xVyvDJ/C7WAPFM3PqIRo/PMIJFSogXlKoCFRi9/c8WzhvfRhyR8FXrXXI1tCEFVjirleF63ME/YqND/Jn0PFOYj+GBAEdwYq5KgiyIs4PzmBD6PQALj+wUUVzO5nRCB/HGQq5WmmOxfx8+nQIHPjtP6OLjUWr78ImSeUEhkcbMTPI/yJWpWM6qNfo82zVwReOOCRKzVNU2Jg8q3oLyZl/cFQG/tjQBDs/w6+SEQiv59Gf5zAhx3+X2VwZdiovvKIQP44SFWq00x3pmg3KfDXACOuQ2Ml/cXVCL3MUMPwKMrVbskWdmf3l26eiuQvQDbW9me/wN+fwoCkOPCisMwfJTzoT/rmT3DhC5Mv6y+g7y8csD+iF/uLyrABZyji4mJXyy0TnDTx3Px0C394YOq1AC9J0AEHsfAh3vt6RcD+LEnc9XR/iay/nDAidX9exZ3CFgYYcILmJ6hRQR6ZF/MTVDyoq3xYTP7s+/G4tN2A85MIPD8pYH9Ez/pL5PyZuj9YUCdf+DkI0Vfvzr/21eHyjobhevqcHcJfMwDXxkbwglAzlIbteIoOf/njfhjpkThgf46+77dJMTD7dFFP/snrg8MS+4sq9nTAqwQY0ExTwkodZfLTYEtzwqJA1ZXzz4Izjb35eLRTMtHuSATH8MsiYH9ER394mgtoUnAPdh1O3TbTp4K1f6LgsrInDFFcAAB7WpWphQ/943AjANXGNQ19bVpSwIMqjt19ahUuA4mC2mu0zjQc3Tdh1ub753TRqQLhgcj01MJp/7h910dPyfZdCgFI27r1MZf/M0G2Pt++JGMCTGEw3zI34eJd31T7F8BF1EACTGoaoypmt18W9CbtuBYUUJeviLvCiEr5J1fR1Tl5Vde6VbWzl/G6wswZI3J0rWtbrz9P0R04ZIR1n5EiT6k3ilp4xIgcXfvW5Lr8zfm9LLRjNtTKgJEqZ6lWvVeYMPSzp9UoN2+cLnh93shD35annWtywa8Et2rkN6fM3P8A0aVMmcBwYCEAAAAASUVORK5CYII=)

Closing operation:

![\texttt{dst} = \mathrm{close} ( \texttt{src} , \texttt{element} )= \mathrm{erode} ( \mathrm{dilate} ( \texttt{src} , \texttt{element} ))](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAb0AAAATBAMAAAD2Yc5dAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMA86+/z4v7nXQYYN1IMul816G/AAAACXBIWXMAAA7EAAAOxAGVKw4bAAAE50lEQVRYw+2WXWwUVRTHT3d2dne2M7vEEBN5qZJCiCZStYmhEZgHgyGKLZK1rSBtLMXShnQxorxoiaVxTcTdB6itETuiwTQat0ZD1FBYpdHEr44fgQdD2sT4YDV0i1i67W7Hc87M1k73a2j66H2YPXvmzv83/zPn3hmA/8ei4dKWc9VFR7PuXFGoXOWEK+n2/w8sqyrEKjj81eavkMDDO+qKQS+W4PL4NmO3O768x/5ZsZNR8+ctOviSsHOFoOUxi1t2rcgsO0oMF5rnNtJFVJ4vdiNj5k89HZQk1d2CNpaC1hqJwrLecJZrNciPpf0JRVZCe96sKfquA381lr//oNtLQj15TymruO/VLLfSTI+W9ufWb9bfaOHSLfG3Y6k/MVUSmt+fnMy6JO7OfQ+Cq6KjqskwbtjnvdSgIcrXcATEyG7whjZDAHv6jumPZWPVPa3gnWyx6nW2Jcb+KLh129oWDoT5vdfBEu21Cx/epX94cK9OynC6IcoJ+ANLvi6SlM/qCO3r2QTd1zYUgf66f5PpD4OyfU+tr2Lo1t8nVdEwDOxNqZm53rbXr8Ndg1+oUrw/xuvyKg2kiUNyBlHPgFD3JbjhfrgEZbhZf/7mavBPbQ7B+cEzJupS4y9D7I+CsU+n4joFUlPbV2FLNEjTzrMw/hXCSrMyIyRIWRyCJk4Alns3iEkYIH9bMFbw+RWEKq2nHmZ/FChz0TUZpp+cfvVpeCPVT1OSzA1q8AncB766nP4c0ACfn5RC0Nu6rGSgTPPgzVVBD8h/Y7GbsxMfAinD/igI6u0BjTPxBM41RT32htRhjZQGVg4msD8pASiXpv4Mkr9TmEV/haHuMBUC/XGQ8WgTTPen0YvZnyTo4QVSCSfma3LXX5wqn8EdG2aF6R2+mUg3oaTa3zTAB0tMa3QatHm2m0EQDgY0zsTBpeb1F41EatAcKyNkjBN4O/7Ugj8p1EX+CkM92IQJ8sdB0qNPMN2fRDdL/VVDv/ziUDF/0FfbRxcFEBX7+k9WcKnZia3Z/aWVWxH9caawP3qpJRf7o+z4Yn+v6fT8ZF9BqKfO2l84YH8EzfWHXbgaOxQ1R82dbGH94RkFMtgicupJEI5j9XR8Z5areAek4DsAYgwOYREe5c2v3QzYH2csf2NZfwvrD9tRQX+sjBDuTwXfxdLsgr80jPmllKjkhXpvw/4cp32V+pMC9kdQyx9vw6Y/V+v7c/qFFy43w8DxLfYX5BAcRdRaXP67wJWoRGV3AspvXHkOK423+dFgUww24k7Ve+6nA9DfFuOA/XEmDoJqiQbs35MqNGJ/srJXha4YJeARgGfBm2J/uDqjJyEtQl6oC7dkqeP79TGp9xUzYH8ERX/VIM38PM4NwdxDLV3Jeyc7dBA7h+0N2h3SR+Y08fAG6Ik0gLhuD7iOgnD39LDMu76r4i9UQBVpW4dejssgRkHFLUZTigLBmO2ctkRH7MKPhRIjc3VAylDfE52gBGAsHmmY/6D2HEKPPXG5Bo7tKQC9ihon9g/DBcNIUVA2tfEfk77VOGM0w+Nz+MqU1RxuyeG/Pedd6ujjsN7BnNPOoT84YdJnXf1N+oMcN76wk8u2O5gTcA592QnTHXPGtY33liYER6Wsc9IbYcfQKifQkEOuvR2XfrBfcXLVN460v3MKVXQnd6ox919kfUb4ORP80wAAAABJRU5ErkJggg==)

Morphological gradient:

![\texttt{dst} = \mathrm{morph\_grad} ( \texttt{src} , \texttt{element} )= \mathrm{dilate} ( \texttt{src} , \texttt{element} )- \mathrm{erode} ( \texttt{src} , \texttt{element} )](data:image/png;base64,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)

“Top hat”:

![\texttt{dst} = \mathrm{tophat} ( \texttt{src} , \texttt{element} )= \texttt{src} - \mathrm{open} ( \texttt{src} , \texttt{element} )](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAb8AAAATBAMAAADylB5gAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMA86+/z4v7nXQYYN1IMul816G/AAAACXBIWXMAAA7EAAAOxAGVKw4bAAAEjUlEQVRYw+2XW2gcVRjH/3tLZvaSLVqL5CVtKCUo2KgRNaDZB1uptmZsSNuAuIvp1nSDZKtUfbEu1GoEJfPQRFLUXUQLQe1GLGJb044YKnjb8f4gZQPig/GSTU023WQ343fObDY7m9k22dDig+dh+ObMOd/v/GbOOTMD/F/Myk2VdPrsv0wU1eIzm1IJzt1Yud9VJ36ZKz57s7JRnqpccDVEy8UyVzuKn2BB0CEDu8tmbNUuc6ufqVywLNGuZXElYpN+8m3p1W3FJwVBOwk2l09ZFTOr9axhx7crF7wMMYQrETfqVYmSJo6MqaCfBHesVNCdMr2Fyy87Viq4SHx4732w1nU3+jVtxtDk8MUGCHuexYnZ9ruA7J4HIPa2yUJLfQS/g3dJTNrWSTiUzi/lX/bdrQtSYNn72KZGXtPy24TPoWlaGBgwjmFD+kO3tubWIKonOg0XjrwUcU680xYBDrap3+SIbE70fNQpc0EWrNta38nRtvlHp7BIrO56bQo3D33qE+ODMuvl+psVSuihJ/gkbJJnGhYJMzgP25hjGElqRY+fdUH8+h8l1/ixgI4LvvEgF2SBZ66vNsdr+tOvPI5jmUFq4WXNzvL8lMR6+vW1cE7e046zQ8eL/arX4w4kJdwAW9gTEKeJbE78qeOHYS7IguTHk3GVEUV/1/nwItEbw0ncDkFaMkVJUMzQkQ6OAGYRlUXVk+KClF/vQneyMDZ7GFGVCfIgVxUb54EzS231CVNl3PkbcQTufwBnwAiOygShwy4kVdRysjnxfr73hfTAq4ZqYpwYVyh1gZhga/DofDPMBAVqNcsss7QGCdO/uyCod1EZd2H10axQmCAPUlXqOA+cKQKYCYqtv8bgznFTfn6GlZNAH7vtzFLp6+1t1smmxB6NbaEhPfDiiZoYJ8Zh9RkEmzDoPjRsIuheEKRhEEYV/uJPUMEYFrtsLAhK+U2GB1yQBeUF5c//4BdoOIayIJhQ+/TtjSaGKTG4sMkE+WxkgoxoFIzGsJYmKaVJIGlYg2LG4cnBnZ+iDONVPCkiS+z9me8CvCjTC/MAPVb7GOz6FGUBE+RBXpBujS5YWIMuH7wqG4ewn79cC4UmZqIwRT26oCnxIb67hvSAC3JiXjBPtAbfnVPPPfdzANFX7zXeyawD9bTOxUuwRDgmqggZyatI2A7wLnFayK7a/gw2044ldn+9SRYHXtYDJsgDEmyCeOl7egY1hvSumQtPw5mhgX4w5C8WtK7HnYhGcCMbaIcuaEoc+OS7/RjsknnABTkxDpuviHig8/nUbRPdKhw9I0bBFx6B42ADNaWFMDr3XutpYcv7T8WELQoaANYlwbfiDfMKaigZju4bwTlNy7DAMrl5WpNZTYt2XAtg1xwtnlHjJnNLesTN303Wuj+Nny07I4j2HqYXzs52hZPNieLWbtVFq05mQd11mp+jbdpsTxpmxHLf2ZklVW8tea2Orep7y6RE5WtGNBGsKa0QwsvJtK1ywatJHJ1a8v3sLM1uW04ih7SCH53W7deYaCxflZxfWE6nL1bzw1sp8V+R+zhY15Wt/QAAAABJRU5ErkJggg==)

“Black hat”:

![\texttt{dst} = \mathrm{blackhat} ( \texttt{src} , \texttt{element} )= \mathrm{close} ( \texttt{src} , \texttt{element} )- \texttt{src}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAc0AAAATCAMAAADF2KbEAAAAM1BMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADxgEwMAAAAEHRSTlMA86+/z4v7nXQYYN1IMulaAh4u2wAAAAlwSFlzAAAOxAAADsQBlSsOGwAAA9pJREFUaN7tWYty4yoMtQHxxlf//7UXSYDtTUrS3WzqmSzTaR2hoCMdkIS7LP/Gv/GKoeK7LGX9mYCfGlGb/hjKnfkhvDvbh87vQ/xcdKZwrwj4NcNjN5rwNgIx4WR2hG57Zx5I4YkIzuBeEfAXY0X1Lf2A4/FeAAoOvdtZaDDBfRumQcTfPB/uKWtTNq8I+IskYk5srH/G5j59Z9Y0NvVvFSH7nW8d/Ijmj9m8IuAv6vvpuxn/HpuAjU1T/npwDn483KCP2bwi4DsZZLXGEJtqRZt0jTcPN2Uzg1e+ByB4D5pJ8gp8ZDYjrlBnq54hf7qK16jki5uw2oxmxHXRqwVKMhvaUxNQkrWyfg9Ok1TkVilRbiKNG2xoeN8c/Ah22gcw7MamB+8IIVTIieAA6HIpwBMIzvrgaDWVYshrfQgRQ9iLcNr2ETqb5G6CFgBd+wN2nH5lLMRm5kpM0DLhGiqln03Ze8Mo0a8LANmLIR59KRZCMekQnC4pmDyukTB0UQC0PlsKyckPnLjTYIszjoBrEAcqMO1o8R8EfEvmBAKSuUSwNW/M5zIt2fS2n80inU/gtfhsRi+QYlPuKjub4v7RqGzveLMpjdsbKgnOkNSfKtniQRSp7+BlT37YmTcCm50R1yrKuFaDuT6R3TVeCPAEgixAdTMY3KTSP8nm2M51f4Hj7BraNPDxb1yztKn8yubRaNmxnkuPZKC8B2dI6oq2cHCGKOLoA55ks8NmuO3yVQnWaA199nXo+FOAQ9pHa24mEGQB6mnrGc9uS8+zWTqbfit88HY2c5ZHYfOgwmyym3J7uzWqbpq5tjMOiWtIDsGBwc2L2Ky13mAYV+vrAJ5AkDRDWViop9CTUsFp3Qz9fDOjmfWjrLVw3VTpxGZX4a/Cfj0+G+WOxIZ2K3WrmDPb3lK2xNUle3CG6JfgdD/s1+502IxDMmvdjEB/tZfPNPlTgG9fLEwgKAsxYSpLQleKs9LkFL1NzyaVxc33UpPp9VCAxRGFXm4oFg5s7irEK7Np+ITuRqkDELBrDHyPUaO9S7koAhxCbdmOkj04Q8TBkfvz0Y+ZOw22wFXcBbkFKHupLHGmQF0G8AxC3VFWO8RFq9rlJt5QYDFNX3Kp7IHeQWeDKS7eQCyOUrnXAKUKTS4W9X80e6NigMMi95RuNB+a89qAb5KMt14oLANLUmrCkKy4KkQ4inRViLUm2bMfeXoZZ9jNmQUcEDZPNxS+qShgxJcBPIXwQyM+fpmYX/dmFNznAX7reOy5f51HJnwg4Lcezoeuv+6/QgCfCPitIz9I9KW8zFL8DMD/AxhjRvCOEnZeAAAAAElFTkSuQmCC)

“Hit and Miss”: Only supported for CV\_8UC1 binary images. Tutorial can be found in this page: [https://web.archive.org/web/20160316070407/http://opencv-code.com/tutorials/hit-or-miss-transform-in-opencv/](https://web.archive.org/web/20160316070407/http:/opencv-code.com/tutorials/hit-or-miss-transform-in-opencv/)

Any of the operations can be done in-place. In case of multi-channel images, each channel is processed independently.

**See also**

[**dilate()**](https://docs.opencv.org/2.4/modules/imgproc/doc/filtering.html?highlight=dilate#void%20dilate(InputArray%20src,%20OutputArray%20dst,%20InputArray%20kernel,%20Point%20anchor,%20int%20iterations,%20int%20borderType,%20const%20Scalar&%20borderValue)), [**erode()**](https://docs.opencv.org/2.4/modules/imgproc/doc/filtering.html?highlight=dilate#void%20erode(InputArray%20src,%20OutputArray%20dst,%20InputArray%20kernel,%20Point%20anchor,%20int%20iterations,%20int%20borderType,%20const%20Scalar&%20borderValue)), **[createMorphologyFilter()](https://docs.opencv.org/2.4/modules/imgproc/doc/filtering.html?highlight=dilate" \l "Ptr%3CFilterEngine%3E%20createMorphologyFilter(int%20op,%20int%20type,%20InputArray%20kernel,%20Point%20anchor,%20int%20rowBorderType,%20int%20columnBorderType,%20const%20Scalar&%20borderValue)" \o "Ptr<FilterEngine> createMorphologyFilter(int op, int type, InputArray kernel, Point anchor, int rowBorderType, int columnBorderType, const Scalar& borderValue))**

**Note**

* An example using the morphologyEx function for the morphological opening and closing operations can be found at opencv\_source\_code/samples/cpp/morphology2.cpp